Основы программирования

Массивы

# На этом уроке

1. Узнаем что такое массивы и какие задачи можно решать с помощью них;
2. Научимся создавать массивы, добавлять, удалять и получать элементы массивов.

# 

# Введение

На прошлых уроках мы научились работать с данными с помощью переменных. Но в программировании часто бывают задачи, когда нужно обрабатывать большие объёмы или массивы данных. Например, представьте что вам необходимо решить следующую задачу: на вход вам поступают цены на определённый товар в виде списка цен на каждый день за последние 60 дней, от вас требуется определить растёт цена, в целом, или падает. Мы могли бы хранить информацию о цене за каждый день в отдельной переменной, но нам бы понадобилось для этого объявить 60 переменных. Кроме того, что это потребовало бы написания большого количества повторяющегося кода, работать с таким большим числом переменных затруднительно.

# Создание массива

В JavaScript для создания пустого или заполненного массива существует несколько способов, мы рассмотрим наиболее простой с точки зрения синтаксиса:

|  |
| --- |
| let array = []; |

Пока непонятно что произошло, потому что назначение созданного нами массива неизвестно. Давайте создадим заполненный числами массив:

|  |
| --- |
| let array = [17, 9, 15, 4, 2, 12, 1, 6]; |

# Методы массива

Поскольку массив хранит в себе множество элементов, логично что у нас должна быть возможность узнать количество этих элементов, добавить новые, удалить ненужные и изменить существующие. Для этих операций у массива есть соответствующие свойства и методы, посмотрим их на примере:

|  |
| --- |
| let array = [17, 9, 15];  console.log('Так массив выглядит изначально: ' + array); // 17,9,15,4,2,12,1,6 console.log('Длина массива ' + array.length); // 8 array.push(100); // Добавляем в конец массива элемент 100 console.log('А теперь он выглядит так: ' + array); // 17,9,15,100 console.log('Длина массива ' + array.length); // 9 array.shift(); // Удаляем первый элемент массива console.log('Теперь массив выглядит так: ' + array); // 9,15,100 array.unshift(50); // А теперь добавим элемент в начало console.log('В массиве снова 4 элемента: ' + array); // 50,9,15,100 array.pop(); // Удаляем последний элемент массива console.log('Снова три элемента: ' + array); // 50,9,15 array[0] = 100; // Изменим первый элемент массива array[1] = 200; // Изменим второй элемент массива array[2] = 300; // Изменим третий элемент массива console.log(array); // 100,200,300 |

На примере этого кода видно, что у массива есть свойство length, которое содержит информацию о длине массива. Заметьте, что это именно свойство, его не нужно вызывать, как функцию, то есть обращение array.length() приведёт к ошибке. Кроме length мы использовали следующие методы:

* **push** — добавляет новый элемент в конец массива;
* **pop** — обратный **push** метод, удаляет последний элемент массива;
* **unshift** — добавляет новый элемент в начало массива;
* **shift** — обратный **unshift** метод, удаляет первый элемент массива.

Для того, чтобы изменить значение какого-то элемента массива, нужно обратиться к этому значению по индексу элемента, при этом нужно учитывать, что индексация элементов массива начинается не с единицы, а с нуля — это нужно всегда помнить, чтобы избежать логических ошибок в программах. Если *array[0]* — это всегда первый элемент массива, то последний — *array[array.length - 1]*:

|  |
| --- |
| let array = [1, 2, 3];  console.log(array[0]); // 1 console.log(array[array.length - 1]); // 3 |

Если же мы выйдем за пределы массива, обращаясь к элементу по индексу, ни к чему хорошему это не приведёт, как в этом случае, когда мы попытались получить первый элемент массива, хотя такого элемента нет:

|  |
| --- |
| let array = [];  console.log(array[0]); // undefined |

**undefined** — это ещё один тип в языке JavaScript, он обозначает, что значение не задано (undefined с английского так и переводится — «не задано»).

Избегать таких ситуации можно с помощью условия:

|  |
| --- |
| let array = [];  if (array.length) {  console.log(array[0]); } else {  console.log('Массив пустой');  } |

До сих пор мы хранили в массиве только числа, но на самом деле там можно хранить любые данные:

|  |
| --- |
| let array = ['Василий', 'съел', 5, 'яблок', 'это', true, 'или', false, '?'];  console.log(array); // Василий,съел,5,яблок,это,true,или,false,? |

Самое время узнать ещё о нескольких полезных методах массива:

|  |
| --- |
| let array = ['Василий', 'съел', 5, 'яблок', 'это', true, 'или', false, '?'];  console.log(array.join(' ')); // Василий съел 5 яблок это true или false ? |

Метод **join** «склеивает» все элементы массива в одну строку, а в качестве разделителя использует переданный в него аргумент.

Метод **reverse** зеркально изменяет порядок элементов в массиве:

|  |
| --- |
| let array = ['Василий', 'съел', 5, 'яблок', 'это', true, 'или', false, '?'];  console.log(array.reverse().join(' ')); // ? false или true это яблок 5 съел Василий |

Заметьте, что **reverse** и **join** можно вызвать последовательно через точку. Это происходит потому, что **reverse** возвращает этот же самый массив, так что мы можем обратиться к нему как обычно.

Теперь у нас достаточно знаний о массивах, чтобы перейти к решению практической задачи.

# Нахождение максимального числа из ряда

На втором уроке мы решали задачу нахождения максимального числа, но наше решение предусматривало ввод пользователем только двух чисел:

|  |
| --- |
| let a = prompt('Введите число a'); let b = prompt('Введите число b');  if (a > b) {  console.log('Максимальное число: a'); } else {  console.log('Максимальное число: b');  } |

Что если бы нам пришлось найти максимальное из трёх чисел? Попробуем решить эту задачу:

|  |
| --- |
| let a = prompt('Введите число a'); let b = prompt('Введите число b'); let c = prompt('Введите число c');  if (a > b && a > c) {  console.log('Максимальное число: a'); } else if (b > a && b > c) {  console.log('Максимальное число: b');  } else if (c > a && c > b) {  console.log('Максимальное число: c');  } |

В новом коде можно заметить оператор **&&**. Это логический оператор **И**, а выражение if (a > b && a > c) можно перевести на русский язык как «если *a* больше *b* и *a* больше *c*». В разделе дополнительных материалов есть ссылка на подробное объяснение логический операторов в JavaScript, в рамках этого курса логические операторы рассматриваться не будут.

Нетрудно представить как разрастётся кодовая база, как усложнится код, если мы с таким подходом будем находить максимальное из 10 чисел, введённых пользователем. Решить эту проблему нам поможет массив.

|  |
| --- |
| let userInput = prompt('Введите числа через запятую'); let array = userInput.split(','); let numbers = array.map(  function (element) {  return parseInt(element);  } ); let maxNumber = 0;  for (let i = 0; i < numbers.length; i++) {  if (numbers[i] > maxNumber) {  maxNumber = numbers[i];   } }  console.log('Максимальное число ' + maxNumber); |

На второй строке мы встречаем незнакомый вызов *userInput.split(',')*, разберёмся для чего он нужен. Но сперва нам надо разобраться с тем, какое значение возвращает prompt. Несмотря на то, что мы не первый раз используем prompt для получения чисел от пользователя, в действительности он возвращает строку, это легко проверить с помощью оператора **typeof**, который возвращает тип объекта:

|  |
| --- |
| let userInput = prompt('Введите число');  console.log(typeof userInput); // string console.log(typeof 'какая-то строка'); // string console.log(typeof 10); // number console.log(typeof false); // boolean |

Но до этого мы производили операции вычитания и сравнения полученных от пользователя значений, так, как будто это были числа, а не строки, и всё работало, почему?

|  |
| --- |
| let a = '5'; let b = '3';  console.log(a - b); // 2 |

## Неявное приведение типов

Дело в том, что интерпретатор JavaScript, когда видит операторы, свойственные для чисел, пытается привести операнды к числовому значению автоматически, поэтому в нашем случае всё работало корректно, но надеяться на такое поведение JavaScript не стоит, и вот почему:

|  |
| --- |
| let a = '5'; let b = '3';  console.log(a + b); // 53 |

В данном случае вместо 8 мы получили 53, а всё потому, что JavaScript в случае оператора сложения (**+**) вместо приведения операндов к числовым значениям и сложения этих значений, просто склеил две строки ‘5’ и ‘3’, что в результате дало строку 53. То есть, мы получили не только не ожидаемый нами результат, но и не ожидаемый тип (строковый вместо числового):

|  |
| --- |
| let a = '5'; let b = '3';  console.log(typeof (a - b)); // number console.log(typeof (a + b)); // string |

Поэтому прежде чем использовать полученные от пользователя числовые значения, лучше их привести к типу number, для этого можно воспользоваться одним из следующих способов:

|  |
| --- |
| let a = +'5'; let b = Number('5'); let c = parseInt('5');  console.log(typeof a); // number console.log(typeof b); // number console.log(typeof c); // number |

## Разбиение строки с использованием split

Метод **split** доступен для строкового типа и выполняет он операцию, обратную методу **join** у массивов: разбивает строку на элементы и создаёт из них массив, при этом в качестве аргумента передаётся «разделитель», по которому произойдёт разбивка строки на элементы:

|  |
| --- |
| let array = ['Василий', 'съел', 5, 'яблок', 'это', true, 'или', false, '?']; let str = array.join(' '); // Склеиваем элементы массива в строку let newArray = str.split(' '); // Обратно создаём массив |

Вернёмся к коду нахождения максимального числа и строке, на которой мы остановились:

|  |
| --- |
| let userInput = prompt('Введите числа через запятую'); let array = userInput.split(','); let numbers = array.map(  function (element) {  return parseInt(element);  } ); |

Мы видим, что после получения от пользователя строки, которая состоит из чисел, перечисленных через запятую, происходит формирование массива. Поскольку метод **split** формирует массив из строк, нам для дальнейшей работы было бы удобно преобразовать все эти строки в массиве в числовой тип, что и происходит на этом участке кода:

|  |
| --- |
| let numbers = array.map(  function (element) {  return parseInt(element);  } ); |

У массива вызывается метод **map**, который создаёт новый массив из результатов выполнения переданной в этот метод функции. То есть, если в массиве 3 элемента, функция будет вызвана последовательно три раза, при этом в функцию в качестве аргумента будет передаваться обрабатываемый элемент массива.

Давайте рассмотрим несколько примеров, чтобы лучше понять как это работает:

|  |
| --- |
| let array = ['Василий', 'Пётр', 'Валерий']; let capitalized = array.map(  function(name) {  return name.toUpperCase();  } ); let ordered = array.map(  function(name, index) {  return name + ' ' + (index + 1);   } ) let zeros = array.map(  function() {  return 0;   } );  console.log(capitalized); // ВАСИЛИЙ,ПЁТР,ВАЛЕРИЙ console.log(ordered); // Василий 1,Пётр 2,Валерий 3 console.log(zeros); // 0,0,0 |

В первом случае с помощью метода toUpperCase у строки мы перевели все буквы во всех строках массива в верхний регистр. Во втором случае мы использовали ещё одну возможность **map**, добавив к именам порядковые номера, используя индекс текущего элемента, передаваемого вторым аргументом в нашу функцию. В третьем случае, мы просто всегда возвращали 0 и получили массив заполненный нулями.

Узнав как работает метод **map** у массивов, и как преобразовать строковый тип в числовой, мы можем понять как работает весь алгоритм нахождения максимального числа из множества, в этом коде не осталось белых пятен:

|  |
| --- |
| let userInput = prompt('Введите числа через запятую'); let array = userInput.split(','); let numbers = array.map(  function (element) {  return parseInt(element);  } ); let maxNumber = 0;  for (let i = 0; i < numbers.length; i++) {  if (numbers[i] > maxNumber) {  maxNumber = numbers[i];   } }  console.log('Максимальное число ' + maxNumber); |

В комментарии нуждается только использование уже знакомого нам цикла **for**, здесь он используется для того, чтобы перебрать все возможные индексы массива. И действительно, если *numbers.length* равно, например, 3, то итерации будут выполнены для i == 0, i == 1 и i == 2. А в случае, если массив пустой (т.е. Его длина равно 0), а такую ситуацию тоже нужно рассматривать, цикл не выполнится ни разу, так как условие 0 < 0 не будет выполнено.

На каждой итерации мы проверяем является ли текущий элемент массива больше *maxNumber*, который мы нашли до этого, если является, то обновляем значение *maxNumber*.

Осталась лишь одна проблема, если пользователь ввёл только отрицательные числа, программа выдаст результат 0, потому что ни одно из чисел не больше 0, а это значение мы присваиваем maxNumber изначально. Исправить эту ситуацию можно следующим образом:

|  |
| --- |
| let maxNumber = array[0];  for (let i = 1; i < numbers.length; i++) {  if (numbers[i] > maxNumber) {  maxNumber = numbers[i];   } } |

Мы изначально присваиваем переменной *maxNumber* значение первого элемента массива, а цикл **for** начали не с нулевого индекса, а с первого. В случае, если массив будет пустым, ответ будет undefined, что в нашем случае корректно, потому что в пустом списке не может быть максимального значения.

# График изменения цены

Решим задачу отображения графика изменения цены на какой-то товар или ценную бумагу. Поскольку график представляет собой ломаную линию, нам понадобится функция рисования линии. И мы добавили такую функцию в тренажёр.

***Не забывайте, что все функции для работы с графикой, представленные в этих материалах, не являются стандартными для JavaScript, они используются только в рамках этого курса для ознакомления с основами программирования графики.***

Функция drawLine принимает следующие аргументы:

* xFrom — X-координата начальной точки;
* yFrom — Y-координата начальной точки;
* xTo — X-координата конечной точки;
* yTo — Y-координата конечной точки;
* color — цвет линии (необязательный параметр);
* width — толщина линии (необязательный параметр).

Например, чтобы нарисовать линию от левого верхнего угла холста к центру, нужно вызвать drawLine со следующими аргументами:

|  |
| --- |
| drawLine(0, 0, 100, 100); |

Теперь мы знакомы со всем необходимым инструментарием, чтобы нарисовать график:

|  |
| --- |
| let prices = [100, 120, 90, 100, 130, 115, 210, 230, 60, 80, 90, 100, 103, 107, 114, 150]; let prev = [0, 200];  for (let i = 0; i < prices.length; i++) {  let current = [i \* 10, 200 - prices[i]];  drawLine(prev[0], prev[1], current[0], current[1]);  prev = current; } |

На каждой итерации цикла мы рисуем линию от предыдущей точки (*prev*) к следующей (*current*). При этом по оси X мы каждый раз делаем приращение на 10, а значение по оси Y вычисляем по формуле *200 - [значение цены на текущий день]*, где 200 — это максимальная высота нашего графика. Отнимать от максимальной высоты нужно потому, что y == 0 — это самая вершина области рисования, а y == 200 находится на 200 точек ниже, то есть, если бы мы вместо *200 - prices[i]* указывали просто *prices[i]*, то график получился бы перевёрнутым и рос сверху вниз.

Обратите внимание что мы используем массивы для хранения координат предыдущей и следующей точки, это удобнее, чем создавать отдельные переменные для каждой координаты.

Остаётся одна проблема, в ряде цен есть значения больше 200, из-за этого график не влезает по высоте в область рисования:

![](data:image/png;base64,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)

Для того, чтобы решить эту проблему нам нужно вычислить максимальное значение цены из всего ряда цен. Затем, при вычислении координаты Y необходимо текущее значение цены делить на максимальное найденное значение и умножать на высоту графика, который мы хотим нарисовать. Алгоритм нахождения максимального значения из ряда чисел у нас уже есть, для удобства вынесем его в отдельную функцию и обновим наш код:

|  |
| --- |
| function getMaxFromArray(numbers) {  let maxNumber = 0;  for (let i = 0; i < numbers.length; i++) {  if (numbers[i] > maxNumber) {  maxNumber = numbers[i];   }  }  return maxNumber }  let prices = [100, 120, 90, 100, 130, 115, 210, 230, 60, 80, 90, 100, 103, 107, 114, 150]; let max = getMaxFromArray(prices); let prev = [0, 200];  for (let i = 0; i < prices.length; i++) {  let current = [i \* 10, 200 - prices[i] / max \* 200];  drawLine(prev[0], prev[1], current[0], current[1]);  prev = current; } |

Как видно из этого решения, массивы, как и любой другой тип, могут быть переданы в качестве аргумента вызываемой функции. Чтобы график смотрелся интереснее, наполним массив цен случайными числами, функцию генерации случайных чисел возьмём из прошлого урока:

|  |
| --- |
| function getMaxFromArray(numbers) {  let maxNumber = 0;  for (let i = 0; i < numbers.length; i++) {  if (numbers[i] > maxNumber) {  maxNumber = numbers[i];   }  }  return maxNumber } function generateRandomNumber(to) {  return Math.round(Math.random() \* to); }  let prices = []; for (let i = 0; i < 60; i++) {  prices.push(generateRandomNumber(300)); }  let max = getMaxFromArray(prices); let prev = [0, 200];  for (let i = 0; i < prices.length; i++) {  let current = [i \* 10, 200 - prices[i] / max \* 200];  drawLine(prev[0], prev[1], current[0], current[1]);  prev = current; } |

# Домашнее задание

Реализуйте калькулятор общей стоимости покупок: пользователь вводит суммы покупок из чека через запятую, а программа выдаёт результат «Сумма ваших покупок n рублей».

Вынесите алгоритм рисования графика изменения цены из урока в отдельную функцию, принимающую следующие аргументы:

* prices — массив с ценами;
* height — высота графика (чтобы вместо фиксированных 200 можно было указать любую высоту).

## Дополнительно

Усовершенствуйте функцию рисования графика, добавив в неё ещё один аргумент:

* width — ширина графика, чтобы шаг по оси X не был фиксированным (сейчас это 10), а вычислялся по формуле *[количество дней] / [ширина графика]*;

Нарисуйте сетку под графиком, чтобы его удобнее было читать. Для рисования сетки в функцию drawLine можно в качестве аргумента color передавать 'gray' или любой другой, например сгенерированный с помощью сервиса <https://www.w3schools.com/colors/colors_picker.asp>.

# Глоссарий

* Массив — структура данных, хранящая набор значений (элементов массива), идентифицируемых по индексу или набору индексов, принимающих целые (или приводимые к целым) значения из некоторого заданного непрерывного диапазона;
* Неявное приведение типов — автоматическое приведение одного типа к другому, которое выполняется транслятором (компилятором или интерпретатором) по правилам, описанным в стандарте языка.

# Дополнительные материалы

* Документация по массивам в JavaScript — <https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Array>;

# Используемые источники

* <https://wikipedia.org>